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Abstract: While several countries have already introduced Computer Science or programming 
into their primary school curricula (e.g. the UK, Australia or Finland), Germany has not yet 
developed mandatory guidelines on how to deal with these matters. Although there is an 
agreement that students of all ages should gain insight into the recognition and formulation of 
algorithms, the focus in primary school is often still on the mere use of computers. 
Programming courses, on the other hand, are increasingly found in extracurricular activities. It 
is still open to what extent and in what form algorithms and programming can and should be 
introduced in primary schools in the longer term. To help answer this question, we trained 40 
primary school teachers in algorithms and programming and examined how they implement the 
topics in their individual schools. Among these are teachers who teach programming in class 
(formal learning) as well as teachers who offer their students extra-curricular programming 
activities on a voluntary basis (non-formal learning). We interviewed all teachers about how 
they implemented the topics, what advantages they saw in the individual formats and what 
challenges they encountered. In this paper, we outline our didactical approach as well as the 
results of our interview study. 
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1. INTRODUCTION

In recent years, the discussion about the necessity of Computer Science (CS) and 
especially programming in primary education has grown steadily (Webb et al. 2017, 
Bell and Duncan 2018). The early development of key understanding, skills, and 
thinking approaches emerging from CS seems to have several positive effects on 
children. Learning to use computers not only as users but also as creators and gaining 
positive experiences in computing can strengthen their self-confidence in CS and 
technology in general  (Duncan et al. 2014, Topi 2015). It may also prevent common 
misconceptions and prejudices towards CS regarding the nature of the subject and the 
role of gender (Moorman and Johnson 2003, Engeser et al. 2008, Funke et al. 2016). 
In addition, computational thinking – which is generally defined as the mental activity 
of abstracting problems and formulating automatable solutions (Wing 2006) – has the 
potential to improve students’ problem-solving skills in other subjects as well (Yadav 
et al. 2014). 

Several countries have already included aspects of CS in their primary school 
curricula, e.g. Australia (Falkner et al. 2014), Finland (Kwon and Schroderus 2017), 
the UK (Brown et al. 2013) and Switzerland (D-EDK 2016). Apart from these formal 
learning settings, there are numerous non-formal offerings aimed at promoting 
children's interest in and knowledge of CS. They offer the opportunity to deal with 
CS, even if it is not part of the curriculum. Many of them focus on programming or 
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coding, such as the website code.org1 or the programming clubs Code Club2 and 
Coder Dojo3. These extracurricular activities are voluntary and can provide 
experiences that are not anchored in the curriculum or not possible in regular 
classroom settings (Lunenburg 2010).  

It is still unclear to what extent and in what form CS and programming can and 
should be introduced in primary education in the longer term, and what role extra-
curricular offers should play in this context. To help answer these questions, we 
wanted to include the opinions and experiences of primary school practitioners. We 
trained 40 primary school teachers in algorithms and programming and examined 
how they implement the topics in their schools. We did not specify the setting of this 
implementation – both formal and non-formal formats were possible. In the course of 
a school year, we conducted exploratory interviews with all teachers. The focus was 
set on the following research questions: 

• Which are the most common settings for introducing algorithms and 
programming? 

• What advantages to the teachers see in the respective settings? 
• What challenges and limitations do the teachers encounter?  

In this article, we first give a brief introduction to CS in primary education and 
extra-curricular offerings on CS. We also give an insight into the teaching concept 
the teachers got to know as part of their teacher training. Afterwards, we will describe 
the research design and methods of our study as well as the results of the interviews. 
After discussing the results, we will give an outlook on our future research.   

 
2. BACKGROUND AND RELATED WORK 

 
One can see an increasing consensus in CS Education that beginning to learn CS 

in primary school is not only possible but also beneficial for learning as well as 
developing self-esteem and motivation (Webb et al. 2017). Besides, research is being 
conducted into how computational thinking and CS can and should be integrated into 
other subject matters (Yadav et al. 2014, Weng and Wong 2017, Friend et al. 2018).  

Although Germany has not yet developed binding guidelines for dealing with the 
topics, the relevance of CS in primary school is becoming increasingly evident. In its 
strategy paper on education in the digital world, the German KMK4 states that 
competencies on recognizing and formulating algorithms should be included in the 
curricula of all school types (KMK 2017). The German Informatics Society (GI) goes 
even further and formulates competencies in five different content areas that students 
should develop during primary school (Best et al. 2017). There are also various 
research efforts focusing on how we can allow children to acquire basic knowledge 
in the field of CS and which methods and contents are suitable for German primary 
schools (Diethelm and Schaumburg 2016; Gärtig-Daugs et al. 2016; Geldreich et al. 
2016; Bergner et al. 2017, Goecke and Stiller 2018; Magenheim et al. 2018). 

However, there is only little work on German primary school teacher’s beliefs 
and opinions on CS.  Funke et al. (2016) conducted an interview study with six 
primary school teachers without any previous experience in CS. In this study, they 
conclude that the interviewed teachers have no concrete picture of CS in primary 
school but do have some beneficial preconceptions and attitudes. Best (2019) 
conducted semi-structured interviews with eleven primary school teachers without 
any relevant prior knowledge about their views on CS as a discipline and subject in 
primary school. He repeated the interviews with three teachers after they had gained 
first teaching experience with Bee-Bots5. The findings show that the teachers consider 
CS education to be important for primary school, but also for the lives and future 

 
1 https://code.org/ 
2 https://codeclub.org/ 
3 https://coderdojo.com/ 
4 Kultusministerkonferenz (literally "conference of ministers of education") is the assembly of 

ministers of education of the German states. 
5 https://www.tts-group.co.uk/bee-bot-programmable-floor-robot/1015268.html 



 
 

careers of the students. The opinions where this education should take place were 
heterogeneous: as an independent subject, integrated into several subjects, integrated 
into one subject or as an extracurricular activity. They assumed that boys have a 
higher interest in CS than girls and are convinced that this must be counteracted 
already in primary education.  

There are further international studies that focus on teachers’ experiences and 
perspectives. Sentence et al. (2017) interviewed 15 teachers about their use and 
experience of the micro:bit6, a physical computing device. They categorize different 
approaches and instructional styles to teaching with physical computing and identify 
teachers who can be classified as either inspirers, providers or consumers. Black et 
al. (2013) conducted a questionnaire-based study on teachers' perceptions of how to 
make computing interesting for students. Out of 115 responses from British CS 
teachers, several factors were identified as most important for engaging students. 
Based on the results, they give specific recommendations where teachers should be 
supported in this matter. Yadav et al. (2016) examine the experiences and challenges 
that novice CS high school teachers face in the classroom. They conducted 24 semi-
structured interviews and identified several challenges, including isolation, lack of 
adequate CS background, and limited professional development resources. Duncan et 
al. (2017) analyzed the feedback of 13 teachers participating in a study that examines 
the implementation of new primary school topics based on computational thinking in 
New Zealand. The teachers had no previous experience in teaching CS and 
volunteered to take part in a program where they receive professional development 
and support to integrate computational thinking and CS in their teaching. They were 
asked to complete a feedback form each time they taught a session that focused on 
CS or computational thinking. Based on these feedback forms, they identified ways 
in which the teachers could integrate computational thinking into their current 
teaching, the key concepts they were able to engage students with, and their 
confidence in delivering the material. 

 
3. CONTEXT 

 
This study is part of a two-year project called AlgoKids – Algorithmen für Kinder 

(in English: “Algorithms for Children”), which is funded by the Bavarian Ministry 
of Education. The project investigates how primary school teachers can be prepared 
and supported to teach the topics algorithms and programming in Bavarian primary 
schools. In addition, both the implementations and experiences of the teachers are 
scientifically analyzed and evaluated. In two multi-day professional development 
trainings, the participating teachers received the opportunity to expand their 
computing knowledge (Geldreich et al. 2018). After the training, they were provided 
with additional online material as well as the possibility to seek further support if 
required.  

The project is based on an already field-tested and evaluated programming course 
for primary school, which is aimed at third and fourth-grade students (Geldreich et 
al. 2019). We have tested it in practice with whole school classes as well as an 
extracurricular activity with children who have participated voluntarily. During the 
project, the teachers implemented the course at their school. They have not been told 
in which subject context this should take place and whether they should approach the 
topics in a formal or non-formal setting. 

The course includes unplugged activities as well as working with the visual 
programming language Scratch (Maloney et al. 2010). At the end of the course, the 
students should understand that a device is following an algorithm that is 
implemented by programming the device. They should also get familiar with the 
process of testing and debugging a program and get to know the basic algorithmic 
structures sequence, selection, and iteration. At the same time, the course promotes 
the computational thinking skills of algorithmic thinking (e.g. follow algorithms, 
create algorithms to solve problems), decomposition (breaking down problems into 

 
6 https://microbit.org/ 



 
 

smaller steps), logical reasoning and evaluation (e.g. identifying possible solutions 
and choosing the best one) (Berry 2015).  The course concept is described in the 
following. 

 
3.1 What is an Algorithm? 

Since most of the students do not have any prior knowledge in programming or 
CS in general, the first step is to give them a basic idea of how computer programs 
work. They initially work unplugged, i.e. without a computer, and program in 
everyday language. In the first step, they program the teacher – she or he plays a robot 
and is supposed to perform small tasks in the classroom, such as opening the window. 
Since the teacher only follows particular commands, the children quickly realize that 
each step in an algorithm must be formulated in an understandable, precise and 
unambiguous way. Larger actions must be broken down into sub-steps. It is also 
explored where they encounter algorithms in their everyday lives, for example in the 
form of handicraft instructions or recipes. In different tasks the students practice 
describing sequences in natural language, for example, they convert a pictorial 
instruction into unambiguous language-based commands (see Fig. 1). 

 

 
 

Figure 1: Pictorial representation of making a sandwich 

3.2 Programming unplugged 
Subsequently, the description of algorithms is further explored. The students use 

everyday language, symbols, and haptic Scratch blocks to program each other and 
solve different tasks (Fig. 2, left). As soon as a task has been solved, the solution can 
be executed in a grid and checked for mistakes (Fig. 2, right). This way, they can 
physically experience what later happens in a programming environment. We have 
designed the tasks in a way that allows them to be solved by using selections and 
iterations, but also by sequences.  

 

 
Figure 2: Task (left) and corresponding grid in the classroom (right) 

3.3 Programming in Scratch 
After these unplugged exercises, the students are introduced to the programming 

environment Scratch. To enable the students to concentrate on using the Scratch 
programming environment, they first work on some tasks they already have solved 
unplugged. Next, they work on a learning circle in which the core operations of 
Scratch are gradually introduced and which the students can master at their own pace 
(Fig. 3). Starting from questions regarding software handling, the stations lead from 



 
 

simple sequences to the implementation of selections and iterations.  
 

 
     Figure 3: Station of the Scratch learning circle 

3.4 Planning Programs 
The last step in the teaching concept leads the 

students to plan and implement their own program ideas. 
In individual or partner work, the students think up their 
own Scratch story, write it down in a script (Fig. 4) and 
implement it in Scratch. To get comparable results, we 
set the following mandatory requirements for the 
students’ projects. The programs should 1) work on 
more than one sprite 2) move the sprites during 
execution 3) comprise at least one loop and 4) include at 
least one conditional statement. After meeting these 
requirements, the students could continue their 
programming work without any further guidelines. The 
children present their programs in front of the class and 
are given the opportunity to comment on their projects. 

 
4. METHODS 

 
4.1 Participants 

The twenty schools which participate in the project were selected by the Bavarian 
Ministry of Education. In order to reflect the Bavarian school landscape, they chose 
primary schools from all government districts. To make a comprehensive selection, 
they also took into account the size, experience in digital education and technical 
equipment of the schools.  In total, we worked with 40 teachers – two from each 
primary school (two males, 38 females). The age of the participants ranged from 
under 30 years to over 50 years, while the group of 30-40-year-olds made up the 
largest part (see table 1). Across both groups, 27 teachers had no previous experience 
in CS at all, 13 teachers had CS for 1-3 years as an elective or compulsory subject in 
school. We also assessed whether the teachers participated on their initiative or the 
initiative of their principal, or whether the initiative was evenly divided between the 
two. The answers were distributed almost equally among the three possible options.  

 
Table 1: Age Distribution of participating Teachers 

age number of teachers 

under 30 years 8 
30-40 years 16 
41-50 years 9 
older than 50 years 7 
 40 

Figure 4: Project script 



 
 
 

4.2 Data Collection 
To get insights into the implementations and experiences of the teachers that took 

part in the project, we conducted exploratory interviews. The exploratory interview 
is not – like the classical interview – an asymmetrical form of communication. 
Although there is still a separation of roles between the interviewer and the 
interviewee, the interview situation is a quasi-normal conversation (Honer 2011). The 
exploratory interview does not follow any specific rules, the questions, however, 
should be asked as openly as possible. Nevertheless, the interviewer always has the 
possibility to follow up on interesting points or to steer the conversation in a certain 
direction with suitable questions (Ullrich 2006). 

With few exceptions, the interviews in our study were conducted jointly with both 
teachers of each school. They were led by one researcher who has already given the 
teacher training and who knew the teachers well. They were asked to tell what they 
have done with the students so far and in which context they introduced algorithms 
and programming. In the course of the interviews, it was also discussed what learning 
gains they had observed among their students, what challenges they encountered and 
whether they were able to identify differences between boys and girls. The interviews 
were audio-recorded and transcribed. In the following, we present selected results 
from the exploratory interviews that relate to the setting the teachers introduced 
algorithms and programming. We conducted a total of 19 interviews, which lasted 
between 30 minutes and two hours. 

 
4.3 Data Analysis 

The data were analyzed within the qualitative data analysis software MAXQDA. 
Based on our research questions, we first categorized the transcripts regarding two 
main categories: formal and non-formal learning settings. Following grounded 
theory, we then started with open coding by attaching codes to the teacher statements 
(Corbin and Strauss 1990). In an inductive process, we searched for emerging patterns 
by grouping codes from both main categories (Glaser in Walsh et al. 2015). The 
overall objective at this point was to create themes that should lead to a structure for 
reporting our results.  

 
5. RESULTS  

 
Although the teachers were provided with all resources from our teaching 

approach, they were free to modify or expand the materials or develop own learning 
materials and scenarios. Even if all teachers have followed our teaching concept in 
general, there was considerable variation in the specific setting of the 
implementations and their experiences. Teachers from fourteen schools implemented 
programming exclusively in a formal setting, in three schools they offered 
programming clubs in a non-formal setting. Two schools collected experience in both 
settings. We report on the data in relation to five areas that emerged from the analysis 
– all areas contain results that refer to both formal (F) and non-formal (N-F) 
implementations: 

• Implementation in school 
• Student engagement 
• Teachers’ confidence 
• Challenges and concerns 
• Gender issues 

All interviews were conducted in the German language. The anchor examples below 
were translated into English by the authors. 

 
5.1 Implementation in school 

Both the teachers who implemented programming in regular lessons and those 
who offered it as an extracurricular club considered it a useful activity for the 
students: 

 



 
 

I think, on the one hand, it's very motivating, it's modern, it's simply a 
medium that children have to deal with in a meaningful way. On the other 
hand, with all these unplugged modules beforehand, we don't just place them 
in front of computers and let them do whatever they want. The precise 
formulation, bundling an idea and implementing it within Scratch as a 
program - this is highly complex. (F) 

 

I think it helps the students to think in a more structured way. They have 
to make a plan in their heads – they can try things out, but they also have to 
think about it carefully. That's often not the case in regular lessons. (F) 
 

For many teachers, it is a challenge that programming is not anchored in the 
curriculum. They would like to have more freedom in the timetable to allow them to 
implement such topics more flexibly. At the same time, however, many think that it 
could be problematic for a lot of teachers if it were required in future curricula: 

 

It’s a pity that it’s not in the curriculum because there is so much potential 
in the children. You could really tap into that. They are so motivated and have 
no inhibitions and fears. (F) 

 

On the one hand, it should be anchored in the curriculum, otherwise, 
nobody will do it. On the other hand, I also find it difficult to institutionalize 
it - how do you want to assess the performance of the students? (F) 
 

I believe that interested teachers implement it, whether or not it’s part of 
the curriculum. But many teachers have no affinity for it. And I don't think 
they would do it even if it was in the curriculum. (F) 

 

I believe that programming could become a new cultural technique in 
the foreseeable future and that everyone should get insight. But the place for 
it in primary school has yet to be created. Finding a place in regular classes 
is difficult. (F) 

 

Some teachers have opted for an extracurricular offer because they cannot provide 
enough time for programming during regular lessons. In addition, it was mentioned 
that only those children who are really interested in the topic sign up for a club: 

We have outsourced programming into a club. It would be difficult for us 
to implement it in everyday school life. (N-F) 

 

If you offer a programming club, you would always have a designated time 
for that. And you have children who are really interested in it. (F)  

 

There were children in the club who made a conscious decision to 
participate. They find it cool to learn more about Computer Science. (N-F) 
 

The majority of the teachers are in favor of programming being included in the 
curriculum of primary schools. However, there is disagreement about the context in 
which this should or could happen: 

 

In mathematics, you could include sessions about giving precise 
instructions – because mathematics works similarly. You must follow a certain 
sequence of commands or rules when you do a calculation. German lessons 
would also be possible – they could write a recipe or other instructions. (N-F) 
 

It's something interdisciplinary. It has something of mathematics, of 
language, of everything. In the curriculum there is the area „media 
education“, but it is very vague and easy to avoid. It would have to be made 
much clearer in the curriculum how something like this can be linked with the 
other subjects. (F) 

 

It is also nice when an expert comes from outside and offers an activity for 
the children. But that's always this one special project day – and it shouldn't 
be like that. You could do a lot during regular lessons. (N-F) 

 

Although all teachers considered the unplugged activities in our teaching concept 



 
 

to be necessary and have had positive experiences with them, they find it important 
to program on the computer as well: 

 

I don‘t quite understand the idea of only doing the preliminary work for 
programming and to program unplugged exclusively. Of course, you can build 
understanding for the algorithmic structures – but isn't it like coffee without 
milk? (F) 

 
5.2 Student engagement 

A recurring theme in the interviews – whether programming was implemented in 
a formal or non-formal setting – was the emphasis on the students' enjoyment of the 
sessions and the high level of engagement they demonstrated. Several teachers 
pointed out, that they were surprised about the engagement of individual students: 

 

It is so nice when the students leave and say: "Wow, that was such an 
awesome lesson today!“ They have such great achievements. (N-F) 
 

All the students were very interested. Some children, who are otherwise 
very reserved, suddenly became really active. (F) 

 

I can see that children in the club are developing real enthusiasm. They've 
already bought Scratch books, registered in the online community and share 
their projects there. They even told me their older brothers and sisters started 
programming because they told them about it. (N-F) 

 

There were several comments from teachers who implemented programming 
in a non-formal setting where they stated that all students should have the 
experience of learning to program: 

 

The motivation lasted the whole school year. If the club is canceled for any 
reason, the students asked me in the schoolyard: "Why is there no 
programming this week?” I would have wished that more students could have 
joined the programming club. (N-F) 

 

Several teachers started computing with the entire class and later thought about 
diving deeper with students that showed the most interest: 

 

We programmed half a school year with the entire class. Then, we thought 
about offering a club in the second half of the year. We have a lot of children 
who are really interested and could explore it in depth. (F) 
 

Some teachers who have introduced programming in regular classes have 
expressed concerns about the seriousness of the activity or whether students are 
learning what was intended: 

 

Everything was very simple and playful. I don't think they've realized yet 
that this is Computer Science – programming is a lot of fun for them. (F) 
 

On the next level, I want programming to become a little more serious. It's 
not just about coding funny things – I want them to think about how to program 
specific actions. But at the same time, I don't want to slow them down. They are 
so full of joy and imagination. (F) 
 

It must have added value. For sure, it’s good for motivation. They enjoy 
programming a lot. There is a benefit in that because if they enjoy coming to 
class, they learn something. But do they always learn what they are supposed to 
learn? (F) 

 
5.3 Teachers’ confidence 

Many teachers were worried they would not be able to answer all the questions of 
the students. Some teachers first tried out certain contents and methods with a few 
students and only then ventured into a larger group: 

 

At first, I tried out some exercises and methods with a few children from my 



 
 

class. We went to the computer room once a week for two months. After that, I 
felt comfortable to run the programming club on my own. Also, because I knew 
that I had your concept and material which I could stick to. A lot of things grew 
out of that. (N-F) 
 

Some teachers noticed that they adopted a different teacher role than usual 
when programming with their students and felt quite comfortable with that. 
Despite some initial concerns, many even saw an advantage in not always knowing 
all the answers: 

The role of the teacher is as it should be in exploratory learning. One can 
approach the individual children, respond to them, advise them. They decide 
what suits them best, think for themselves, become active and are not satisfied 
with ready-made solutions. They can bring in their ideas again and again. (F) 
 

I was often clueless; stood by a student and had to admit that I had no 
idea. But that was also great because students realized that teachers aren’t 
perfect either. And you grow together when you work on problems together. 
Sometimes the students came up with the solution – sometimes I came up with 
it. That was a great collaboration. (F) 

 

Some teachers noted that before the project they were not at all interested in 
programming and now see it as a personal enrichment: 

 

I am very grateful that I had the chance to participate in the project. It's so 
much fun and I've discovered hidden talents in myself. As a woman, I had the 
attitude that I wasn't interested in Computer Science. Well, I am now! (N-F) 
 

Although some teachers have had positive experiences with programming as 
an extracurricular offer, they have reservations about programming with the whole 
class due to the high number of students: 

 

Sometimes I wish there was a second person in the club with me. This 
person could help if the computer won’t start or help the students when I’m 
busy. But the children are relaxed and know that sometimes it takes a while. 
They help each other a lot or just keep trying to solve the problem on their 
own. But in class, I have 29 children – that would be difficult to handle alone. 
(N-F) 

 
5.4 Challenges and Concerns 

The most frequent challenges for the teachers concerned the technical equipment 
of the school and not being able to respond adequately to all the needs and questions 
of the students: 

We were always two teachers when we programmed in class – that was 
OK. It would’ve been hard if I had been alone. The organization, these 
adversities with the equipment, that's all difficult. (F) 

 

Technical infrastructure and time are major problems. We don't have any 
system support at school and so I installed Scratch on all computers for a 
whole day. That's why it could fail – you save on staff and teachers are 
expected to do all the work voluntarily. (F) 
 

For many teachers, it was a challenge to meet the different skills and knowledge 
levels of the students. Also, the use of a computer was a problem for many children: 

 

One student left the club after a while. He was already very advanced and 
had already programmed in C – his father is a computer scientist. The other 
students had never heard of programming. (N-F) 
 

I had students who already knew how to handle laptops, I had kids who 
knew Scratch and I had kids who never had any digital device in their hands. 
Balancing those differences was a big challenge in the beginning. (F) 
 

The handling of a computer is a big problem. How do I scroll down? How 
do I make a double-click? I had the feeling that many students couldn't get 



 
 

into the depth of programming because of this. (F) 
 

When asked if they could imagine programming regularly with the whole class, 
they expressed conflicting concerns about the students' performance: 

 

I'm a little worried that at some point we'll reach a level where I can't help 
the students anymore. That gives me a bit of a stomachache because that 
doesn't happen to me in any other subject. You reach your limits at some point. 
That's not a problem with single programming sessions - but if we were to 
program a whole school year regularly. (F) 

 

I believe there are children who, even in the fourth grade, are not yet so 
far advanced in their cognitive abilities. They have simply already reached the 
maximum of their development with the other subjects in fourth grade. (F) 

 
5.5 Gender issues 

When talking about differences between girls and boys, the teachers were 
positively surprised that girls were also interested in programming: 

 

I had already offered a computer club before. The girls didn’t want to 
participate at all and said they were not capable of that. But with the 
programming club, it was different – many girls volunteered and wanted to 
take part. (N-F) 
 

Making positive experiences with Computer Science is important. I have 
noticed that many girls have discovered hidden abilities and got a sense of 
achievement — programming is not just for boys and isn’t something they 
don't understand. (F) 
 

Several teachers reported that the boys had more experience with computers and 
were more involved with them at home: 

 

I'd say the boys are better at handling the computer. Which is probably 
just because they have more contact with it at home. That doesn't mean they 
can do it better in general. But I think they just have more experience with it. 
Whereby girls have more patience when something doesn't work. (F) 
 

The boys in my club are the ones who are more involved with it at home. 
They sign up in the online community, download Scratch, get books and 
program at home. They approach me with specific project ideas they got at 
home and want to implement it in the club. I haven't heard that from the girls 
yet. (N-F) 
 

6. DISCUSSION 
 
Returning to the research questions mentioned in Section 1, we first wanted to 

investigate in which setting the teachers in AlgoKids introduce the topics algorithms 
and programming. Out of a total of twenty schools, fourteen schools exclusively 
chose a formal setting during regular school days and three schools decided to offer 
an extracurricular programming club in an informal setting. Two schools decided to 
test both settings. It should be noted that in Bavaria the school administration must 
approve all extracurricular activities. These hours are then added to the teachers' 
working time. As there is currently a shortage of teachers at many primary schools, 
club lessons are often not approved. 

As an advantage in favor of programming in a formal learning setting, it is 
mentioned that programming generally helps students to develop a more structured 
thinking and all children should be given this opportunity. At the same time, it could 
be an opportunity to reduce the gender gap regarding the students’ interest in CS and 
the abilities in using the computer. Individual statements show that the family home 
can have a great influence on this previous knowledge. To ensure social justice, one 
would have the chance to take countermeasures in class. Another advantage of a 
formal setting was initially perceived as worrying by some teachers - the changing 



 
 

teacher role. However, after gaining initial experience, teachers reported that they 
enjoyed the changing role and were even able to build a better connection with their 
students.   

The missing legitimacy in the primary school curriculum and the associated lack 
of time is primarily cited as a challenge for programming in regular classes. Besides, 
there are often problems with technical equipment and rarely proper system 
administrators. The teachers, who programmed in a formal setting, were concerned 
about the seriousness of the lessons and wondered if the students would actually learn 
the things they intended to. They also wondered how they would assess the students' 
results. Some concerns were expressed that it would be a pity to force a creative 
activity like programming into the framework of a regular school subject.   

The advantages of a non-formal setting result from the disadvantages of the 
formal one. There is a fixed time frame available and there is no need to link the 
lessons to the curriculum. One could focus on fun and motivation of the children 
without the pressure of achieving predetermined learning goals. Additionally, one can 
control the size of the group and encourage only suitable or interested students to join 
the club. As a major downside of implementing programming in a non-formal 
environment, teachers point out that not all students are given the opportunity to 
participate. 

Concerning our methodology – the exploratory interview – we can say that it was 
well suited for our purpose. We wanted to create a pleasant atmosphere for the 
teachers in which they could freely share their opinions and views with us. The rather 
open interview situation was suitable for this. However, we also think that it is 
difficult to create this atmosphere if you don't know each other at all. It was helpful 
that we knew the teachers beforehand. It was only possible in some cases to interview 
the teachers of the individual schools separately. When analyzing the interviews, 
however, we determined that the speech proportions in the group interviews were 
balanced and that the respective teachers also expressed very different opinions. 

 
7. CONCLUSIONS AND FUTURE 

DIRECTIONS 
 

With the introduction of new curricula covering CS and computational thinking a 
and the growing market of out-of-school coding activities for children, it is important 
to include the opinions of experts in the field - primary school teachers. 

In our interviews, teachers mentioned some concerns and challenges of 
implementing programming in a formal setting, but these were mostly of a more 
practical nature and related to the concrete implementation in individual schools. 
When it came to whether they found it useful for the students, almost all of them 
agreed that all students should have the opportunity to learn programming. The fact 
that programming is not included in the Bavarian primary school curriculum is a 
(mostly time-related) problem for many teachers and should not be underestimated. 

When the project is finished, we will make recommendations to the Bavarian 
Ministry of Education on how programming could be implemented in primary 
schools and where teachers would draw the line between formal and informal 
education. In our future work, we will try to revise the course concept according to 
the teachers' remarks. For example, more programming units could be developed that 
relate directly to existing parts of the curriculum. 
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